**Objectives**

* Explain the need and benefit of ORM
  + ORM (Object-Relational Mapping), makes it easier to develop code that interacts with database, abstracts the database system, transactionality
    - ORM Pros and Cons - https://blog.bitsrc.io/what-is-an-orm-and-why-you-should-use-it-b2b6f75f5e2a
    - What is ORM? - https://en.wikipedia.org/wiki/Object-relational\_mapping

**Answer:**

**Need and Benefit of ORM**

**Object-Relational Mapping (ORM)** is a programming technique that allows developers to interact with a **relational database** using **object-oriented code**. Instead of writing SQL queries directly, ORM frameworks (like Hibernate or JPA) map database tables to Java classes and rows to objects.

**Need for ORM:**

* **Bridges the Object-Relational Impedance Mismatch**: Databases are relational, while Java uses objects. ORM helps connect these two models seamlessly.
* **Reduces Boilerplate Code**: Eliminates repetitive JDBC code like result set handling and manual mapping.
* **Improves Productivity**: Developers work with familiar objects and let the ORM handle SQL and database interaction.
* **Supports Maintainability**: Centralized entity definitions make the codebase cleaner and easier to update.
* **Manages Transactions**: ORM tools handle transaction boundaries and rollbacks easily.

**Benefits of ORM:**

1. **Automatic SQL Generation**  
   ORM can generate complex SQL queries behind the scenes.
2. **Code Reusability and Clean Structure**  
   Entities can be reused across services and layers.
3. **Database Abstraction**  
   Easily switch between different databases with minimal code change.
4. **Caching and Performance Optimization**  
   Built-in caching mechanisms improve performance.
5. **Relationship Handling**  
   ORM simplifies one-to-many, many-to-many, and other complex relationships.

* Demonstrate the need and benefit of Spring Data JPA
  + Evolution of ORM solutions, Hibernate XML Configuration, Hibernate Annotation Configuration, Spring Data JPA, Hibernate benefits, open source, light weight, database independent query
    - With H2 in memory database - https://www.mkyong.com/spring-boot/spring-boot-spring-data-jpa/
    - With MySQL - https://www.mkyong.com/spring-boot/spring-boot-spring-data-jpa-mysql-example/
    - XML Configuration Example -https://www.tutorialspoint.com/hibernate/hibernate\_examples.htm
    - Hibernate Configuration Example -https://www.tutorialspoint.com/hibernate/hibernate\_annotations.htm

**Answer:**

### ****Need and Benefit of Spring Data JPA****

#### ****Evolution of ORM Solutions:****

1. **Hibernate with XML Configuration**
   * Early Hibernate projects required verbose XML files (hibernate.cfg.xml) for mapping classes to tables.
   * Tedious and error-prone.
2. **Hibernate with Annotations**
   * Simplified configuration by using Java annotations like @Entity, @Table, etc.
   * Still required manual DAO/Repository layer coding.
3. **Spring Data JPA**
   * A powerful abstraction built on top of JPA (and often Hibernate) within the Spring ecosystem.
   * Automates repository implementation.
   * Integrates seamlessly with Spring Boot.
   * Eliminates the need for writing most of the data access logic manually.

### ****Need for Spring Data JPA:****

* Manually writing CRUD operations for each entity is repetitive.
* Reducing boilerplate and error-prone DAO logic is essential for scalability.
* Need to support **database-agnostic development** with **minimal SQL**.

### ****Benefits of Spring Data JPA:****

1. **Auto-Generated Repository Methods**
   * Example: findByEmail(String email) auto-generates SQL to query based on method name.
2. **Integrated with Spring Boot**
   * Easily integrates with in-memory databases like H2 and relational databases like MySQL.
3. **Support for Pagination, Sorting, and Query DSL**
   * Built-in support for paginated and sorted results using Pageable and Sort.
4. **Minimal Configuration**
   * Spring Boot auto-configures JPA and Hibernate based on application properties.
5. **Database Independent Queries**
   * Uses JPQL and method name queries that are abstracted from SQL dialects.
6. **Open Source & Community Driven**
   * Actively maintained, well-documented, and highly compatible with various databases.

### ****Example with Spring Boot + Spring Data JPA + H2:****

# application.properties

spring.datasource.url=jdbc:h2:mem:testdb

spring.jpa.hibernate.ddl-auto=update

@Entity

public class Product {

@Id @GeneratedValue

private Long id;

private String name;

private double price;

}

public interface ProductRepository extends JpaRepository<Product, Long> {

List<Product> findByName(String name);

}

* Explain about core objects of hibernate framework
  + Session Factory, Session, Transaction Factory, Transaction, Connection Provider
    - Hibernate Architecture Reference - https://www.tutorialspoint.com/hibernate/hibernate\_architecture.htm

**Answer:**

**Core Objects of Hibernate Framework**

Hibernate is a lightweight, open-source ORM framework that maps Java objects to relational database tables. Its core functionality is built around a few key components:

**1. SessionFactory**

* A **thread-safe**, heavyweight object used to create Session objects.
* Created once per application and configured via hibernate.cfg.xml or annotations.
* Internally uses database configuration settings, mappings, and caching.

**Example:**

SessionFactory factory = new Configuration().configure().buildSessionFactory();

**2. Session**

* A lightweight, non-thread-safe object used to **interact with the database**.
* Represents a single unit of work.
* Used to **save, update, delete, and fetch** persistent objects.

**Example:**

Session session = factory.openSession();

**3. TransactionFactory *(Advanced Use)***

* Responsible for creating Transaction instances.
* Used internally by Hibernate for transaction management strategy.

**4. Transaction**

* Manages the atomic unit of work.
* Supports **begin**, **commit**, and **rollback** operations.
* Ensures data integrity and consistency.

**Example:**

Transaction tx = session.beginTransaction();

// ... perform operations ...

tx.commit();

**5. ConnectionProvider**

* A low-level interface responsible for providing **database connections** to Hibernate.
* Can be implemented to use custom connection pools (e.g., HikariCP, C3P0).
* Hibernate uses it internally to obtain JDBC connections.

**Summary Diagram (Conceptual):**

Application

↓

SessionFactory (1 per app)

↓

Session (1 per unit of work)

↓

Transaction (Optional)

↓

Database via JDBC Connection (from ConnectionProvider)

* Explain ORM implementation with Hibernate XML Configuration and Annotation Configuration
  + XML Configuration - persistence class, mapping xml, configuration xml, loading hibernate configuration xml file; Annotation Configuration - persistence class, @Entity, @Table, @Id, @Column, hibernate configuration xml file Loading hibernate configuration and interacting with database get the session factory, open session, begin transaction, commit transaction, close session
    - XML Configuration Example - https://www.tutorialspoint.com/hibernate/hibernate\_examples.htm
    - Hibernate Configuration Example - https://www.tutorialspoint.com/hibernate/hibernate\_annotations.htm

**Answer:**

### ****ORM Implementation with Hibernate****

Hibernate supports two major ways of mapping Java classes to database tables:

## 1. ****XML Configuration-Based Implementation****

### Components:

1. **Persistence Class (POJO):**
   * A simple Java class with private fields and public getters/setters.

public class Employee {

private int id;

private String name;

private double salary;

// Getters and Setters

}

1. **Mapping XML (Employee.hbm.xml):**
   * Maps class fields to table columns.

<hibernate-mapping>

<class name="Employee" table="employee">

<id name="id" column="id" />

<property name="name" column="name" />

<property name="salary" column="salary" />

</class>

</hibernate-mapping>

1. **Configuration XML (hibernate.cfg.xml):**
   * Contains database connection details and references the mapping file.

<hibernate-configuration>

<session-factory>

<property name="hibernate.connection.driver\_class">com.mysql.cj.jdbc.Driver</property>

<property name="hibernate.connection.url">jdbc:mysql://localhost:3306/test</property>

<property name="hibernate.connection.username">root</property>

<property name="hibernate.connection.password">root</property>

<mapping resource="Employee.hbm.xml"/>

</session-factory>

</hibernate-configuration>

1. **Database Interaction Flow:**

Configuration cfg = new Configuration().configure();

SessionFactory factory = cfg.buildSessionFactory();

Session session = factory.openSession();

Transaction tx = session.beginTransaction();

Employee emp = new Employee();

emp.setId(1);

emp.setName("John");

emp.setSalary(5000);

session.save(emp);

tx.commit();

session.close();

## 2. ****Annotation Configuration-Based Implementation****

### Components:

1. **Annotated Persistence Class:**

@Entity

@Table(name = "employee")

public class Employee {

@Id

private int id;

@Column(name = "name")

private String name;

@Column(name = "salary")

private double salary;

// Getters and Setters

}

1. **Hibernate Configuration (hibernate.cfg.xml):**
   * Same as XML config, but instead of mapping files, add annotated class.

<hibernate-configuration>

<session-factory>

<property name="hibernate.dialect">org.hibernate.dialect.MySQL5Dialect</property>

<property name="hibernate.connection.url">jdbc:mysql://localhost:3306/test</property>

<property name="hibernate.connection.username">root</property>

<property name="hibernate.connection.password">root</property>

<mapping class="com.example.Employee"/>

</session-factory>

</hibernate-configuration>

1. **Database Interaction Flow (Same as XML):**

Configuration cfg = new Configuration().configure();

SessionFactory factory = cfg.buildSessionFactory();

Session session = factory.openSession();

Transaction tx = session.beginTransaction();

Employee emp = new Employee();

emp.setId(2);

emp.setName("Alice");

emp.setSalary(6000);

session.save(emp);

tx.commit();

session.close();

* Explain the difference between Java Persistence API, Hibernate and Spring Data JPA
  + JPA (Java Persistence API), JPA is a specification (JSR 338), JPA does not have implementation, Hibernate is one of the implementation for JPA, Hibernate is a ORM tool, Spring Data JPA is an abstraction above Hibernate to remove boiler plate code when persisting data using Hibernate.
    - Difference between Spring Data JPA and Hibernate - https://dzone.com/articles/what-is-the-difference-between-hibernate-and-sprin-1
    - Intro to JPA - https://www.javaworld.com/article/3379043/what-is-jpa-introduction-to-the-java-persistence-api.html

**Answer:**

**Difference Between Java Persistence API (JPA), Hibernate, and Spring Data JPA**

| **Feature** | **JPA (Java Persistence API)** | **Hibernate** | **Spring Data JPA** |
| --- | --- | --- | --- |
| **Type** | Specification (JSR 338) | Implementation (ORM framework) | Spring abstraction over JPA |
| **Role** | Defines the standard for ORM in Java | Implements JPA + adds extra features | Simplifies data access using JPA/Hibernate |
| **Provided By** | Oracle/Java EE | Red Hat | Spring Framework |
| **Implementation?** | No implementation | Implements JPA (and more) | Uses JPA implementation internally |
| **Boilerplate Code** | Still required | Less, but still some DAO logic | Minimal — auto-generates CRUD and query methods |
| **Example Usage** | @Entity, @Id, EntityManager | SessionFactory, Session, @Entity | JpaRepository, @Entity, method-based queries |

**1. JPA (Java Persistence API)**

* A **standard specification** for object-relational mapping in Java.
* Defines annotations like @Entity, @Table, @Id.
* Provides APIs like EntityManager for persisting objects.
* **Does not** provide its own implementation — needs a provider like Hibernate or EclipseLink.

**Example:**

@Entity

public class Student {

@Id

private int id;

private String name;

}

**2. Hibernate**

* A **popular ORM tool** and **JPA implementation**.
* Provides additional features beyond JPA like:
  + Lazy loading
  + Second-level caching
  + HQL (Hibernate Query Language)
* Can be used with or without JPA.

**Example (Native Hibernate):**

Session session = sessionFactory.openSession();

session.beginTransaction();

session.save(student);

session.getTransaction().commit();

session.close();

**3. Spring Data JPA**

* A **Spring abstraction layer** over JPA.
* Simplifies repository creation by removing boilerplate DAO code.
* Uses Hibernate (or any JPA provider) under the hood.
* Provides out-of-the-box CRUD, pagination, sorting, and method query generation.

**Example:**

public interface StudentRepository extends JpaRepository<Student, Integer> {

List<Student> findByName(String name);

}

**Summary:**

**JPA** is the **standard**, **Hibernate** is a **JPA implementation**, and **Spring Data JPA** is a **Spring-based abstraction** that uses JPA (typically Hibernate) to make data access even easier.

* Demonstrate implementation of DML using Spring Data JPA on a single database table
  + Hibernate log configuration and ddl-auto configuration, JpaRepsitory.findById(), defining Query Methods, JpaRespository.save(), JpaRepository.deleteById()
    - Spring Data JPA Ref Repository methods - https://docs.spring.io/spring-data/jpa/docs/2.2.0.RELEASE/reference/html/#repositories.core-concepts
    - Query methods - https://docs.spring.io/spring-data/jpa/docs/2.2.0.RELEASE/reference/html/#repositories.query-methods

**Answer:**

**Demonstrate Implementation of DML Using Spring Data JPA**

We'll use a Product table to show how to:

* Save a new record
* Fetch a record by ID
* Update a record
* Delete a record

**1. Setup:**

# Database connection (H2 example)

spring.datasource.url=jdbc:h2:mem:testdb

spring.datasource.driver-class-name=org.h2.Driver

spring.datasource.username=sa

spring.datasource.password=

# JPA settings

spring.jpa.hibernate.ddl-auto=update

spring.jpa.show-sql=true

spring.jpa.properties.hibernate.format\_sql=true

**2. Entity Class:**

import jakarta.persistence.\*;

@Entity

public class Product {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private String name;

private double price;

// Getters and Setters

}

**3. Repository Interface:**

import org.springframework.data.jpa.repository.JpaRepository;

import java.util.List;

public interface ProductRepository extends JpaRepository<Product, Long> {

List<Product> findByName(String name); // Custom query method

}

**4. Service or Runner Logic:**

import org.springframework.boot.CommandLineRunner;

import org.springframework.stereotype.Component;

import java.util.Optional;

@Component

public class ProductDemoRunner implements CommandLineRunner {

private final ProductRepository repository;

public ProductDemoRunner(ProductRepository repository) {

this.repository = repository;

}

@Override

public void run(String... args) throws Exception {

// INSERT

Product product = new Product();

product.setName("Laptop");

product.setPrice(85000);

repository.save(product); // Save to DB

// SELECT

Optional<Product> result = repository.findById(product.getId());

result.ifPresent(p -> System.out.println("Fetched: " + p.getName()));

// UPDATE

if (result.isPresent()) {

Product updated = result.get();

updated.setPrice(80000);

repository.save(updated); // Save updates

}

// DELETE

repository.deleteById(product.getId());

}

}

**5. Hibernate Console Output (with logs enabled)**

Hibernate: insert into product (id, name, price) values (null, ?, ?)

Hibernate: select product0\_.id as id1\_0\_0\_, ...

Hibernate: update product set price=? where id=?

Hibernate: delete from product where id=?

**Hands on 1**

**Spring Data JPA - Quick Example**   
  
**Software Pre-requisites**

* MySQL Server 8.0
* MySQL Workbench 8
* Eclipse IDE for Enterprise Java Developers 2019-03 R
* Maven 3.6.2

**Create a Eclipse Project using Spring Initializr**

* Go to <https://start.spring.io/>
* Change Group as “com.cognizant”
* Change Artifact Id as “orm-learn”
* In Options > Description enter "Demo project for Spring Data JPA and Hibernate"
* Click on menu and select "Spring Boot DevTools", "Spring Data JPA" and "MySQL Driver"
* Click Generate and download the project as zip
* Extract the zip in root folder to Eclipse Workspace
* Import the project in Eclipse "File > Import > Maven > Existing Maven Projects > Click Browse and select extracted folder > Finish"
* Create a new schema "ormlearn" in MySQL database. Execute the following commands to open MySQL client and create schema.

> mysql -u root -p

mysql> create schema ormlearn;

* In orm-learn Eclipse project, open src/main/resources/application.properties and include the below database and log configuration.

# Spring Framework and application log

logging.level.org.springframework=info

logging.level.com.cognizant=debug

# Hibernate logs for displaying executed SQL, input and output

logging.level.org.hibernate.SQL=trace

logging.level.org.hibernate.type.descriptor.sql=trace

# Log pattern

logging.pattern.console=%d{dd-MM-yy} %d{HH:mm:ss.SSS} %-20.20thread %5p %-25.25logger{25} %25M %4L %m%n

# Database configuration

spring.datasource.driver-class-name=com.mysql.cj.jdbc.Driver

spring.datasource.url=jdbc:mysql://localhost:3306/ormlearn

spring.datasource.username=root

spring.datasource.password=root

# Hibernate configuration

spring.jpa.hibernate.ddl-auto=validate

spring.jpa.properties.hibernate.dialect=org.hibernate.dialect.MySQL5Dialect

* Build the project using ‘mvn clean package -Dhttp.proxyHost=proxy.cognizant.com -Dhttp.proxyPort=6050 -Dhttps.proxyHost=proxy.cognizant.com -Dhttps.proxyPort=6050 -Dhttp.proxyUser=123456’ command in command line
* Include logs for verifying if main() method is called.

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

private static final Logger LOGGER = LoggerFactory.getLogger(OrmLearnApplication.class);

public static void main(String[] args) {

SpringApplication.run(OrmLearnApplication.class, args);

  LOGGER.info("Inside main");

}

* Execute the OrmLearnApplication and check in log if main method is called.

SME to walk through the following aspects related to the project created:

1. src/main/java - Folder with application code
2. src/main/resources - Folder for application configuration
3. src/test/java - Folder with code for testing the application
4. OrmLearnApplication.java - Walkthrough the main() method.
5. Purpose of @SpringBootApplication annotation
6. pom.xml
   1. Walkthrough all the configuration defined in XML file
   2. Open 'Dependency Hierarchy' and show the dependency tree.

**Country table creation**

* Create a new table country with columns for code and name. For sample, let us insert one country with values 'IN' and 'India' in this table.

create table country(co\_code varchar(2) primary key, co\_name varchar(50));

* Insert couple of records into the table

insert into country values ('IN', 'India');

insert into country values ('US', 'United States of America');

**Persistence Class - com.cognizant.orm-learn.model.Country**

* Open Eclipse with orm-learn project
* Create new package com.cognizant.orm-learn.model
* Create Country.java, then generate getters, setters and toString() methods.
* Include @Entity and @Table at class level
* Include @Column annotations in each getter method specifying the column name.

import javax.persistence.Column;

import javax.persistence.Entity;

import javax.persistence.Id;

import javax.persistence.Table;

@Entity

@Table(name="country")

public class Country {

  @Id

    @Column(name="code")

    private String code;

    @Column(name="name")

    private String name;

// getters and setters

  // toString()

}

*Notes:*

* @Entity is an indicator to Spring Data JPA that it is an entity class for the application
* @Table helps in defining the mapping database table
* @Id helps is defining the primary key
* @Column helps in defining the mapping table column

**Repository Class - com.cognizant.orm-learn.CountryRepository**

* Create new package com.cognizant.orm-learn.repository
* Create new interface named CountryRepository that extends JpaRepository<Country, String>
* Define @Repository annotation at class level

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.stereotype.Repository;

import com.cognizant.ormlearn.model.Country;

@Repository

public interface CountryRepository extends JpaRepository<Country, String> {

}

**Service Class - com.cognizant.orm-learn.service.CountryService**

* Create new package com.cognizant.orm-learn.service
* Create new class CountryService
* Include @Service annotation at class level
* Autowire CountryRepository in CountryService
* Include new method getAllCountries() method that returns a list of countries.
* Include @Transactional annotation for this method
* In getAllCountries() method invoke countryRepository.findAll() method and return the result

**Testing in OrmLearnApplication.java**

* Include a static reference to CountryService in OrmLearnApplication class

private static CountryService countryService;

* Define a test method to get all countries from service.

    private static void testGetAllCountries() {

        LOGGER.info("Start");

        List<Country> countries = countryService.getAllCountries();

        LOGGER.debug("countries={}", countries);

        LOGGER.info("End");

    }

* Modify SpringApplication.run() invocation to set the application context and the CountryService reference from the application context.

        ApplicationContext context = SpringApplication.run(OrmLearnApplication.class, args);

        countryService = context.getBean(CountryService.class);

        testGetAllCountries();

* Execute main method to check if data from ormlearn database is retrieved.

**Code:**

**Pom.xml**

<?xml version="1.0" encoding="UTF-8"?>

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<parent>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-parent</artifactId>

<version>3.5.3</version>

<relativePath/> <!-- lookup parent from repository -->

</parent>

<groupId>com.cognizant</groupId>

<artifactId>orm-learn</artifactId>

<version>1.0</version>

<name>SpringDataJpaExample</name>

<description>Demo project for Spring Data JPA and Hibernate&quot;</description>

<url/>

<licenses>

<license/>

</licenses>

<developers>

<developer/>

</developers>

<scm>

<connection/>

<developerConnection/>

<tag/>

<url/>

</scm>

<properties>

<java.version>17</java.version>

</properties>

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-devtools</artifactId>

<scope>runtime</scope>

<optional>true</optional>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-test</artifactId>

<scope>test</scope>

</dependency>

<dependency>

<groupId>com.oracle.database.jdbc</groupId>

<artifactId>ojdbc11</artifactId>

<version>23.2.0</version>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

</plugin>

</plugins>

</build>

</project>

**Country.java**

package com.cognizant.ormlearn.model;

import jakarta.persistence.\*;

*@Entity*

*@Table*(name = "country")

public class Country {

*@Id*

*@Column*(name = "co\_code")

private String code;

*@Column*(name = "co\_name")

private String name;

// Getters and Setters

public String getCode() { return code; }

public void setCode(String code) { this.code = code; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

*@Override*

public String toString() {

return "Country [code=" + code + ", name=" + name + "]";

}

}

**CountryRepository.java**

package com.cognizant.ormlearn.repository;

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.stereotype.Repository;

import com.cognizant.ormlearn.model.Country;

@Repository

public interface CountryRepository extends JpaRepository<Country, String> {

}

**CountryService.java**

package com.cognizant.ormlearn.service;

import java.util.List;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import org.springframework.transaction.annotation.Transactional;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.repository.CountryRepository;

@Service

public class CountryService {

@Autowired

private CountryRepository countryRepository;

@Transactional

public List<Country> getAllCountries() {

return countryRepository.findAll();

}

}

**OrmLearnApplication.java**

package com.cognizant.ormlearn;

import java.util.List;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.service.CountryService;

@SpringBootApplication

public class OrmLearnApplication {

    private static final Logger LOGGER = LoggerFactory.getLogger(OrmLearnApplication.class);

    private static CountryService countryService;

    public static void main(String[] args) {

        ApplicationContext context = SpringApplication.run(OrmLearnApplication.class, args);

        LOGGER.info("Inside main");

        countryService = context.getBean(CountryService.class);

        testGetAllCountries();

    }

    private static void testGetAllCountries() {

        LOGGER.info("Start");

        List<Country> countries = countryService.getAllCountries();

        LOGGER.debug("countries={}", countries);

        LOGGER.info("End");

    }

}

**application.properties**

spring.datasource.url=jdbc:oracle:thin:@//localhost:1521/freepdb1

spring.datasource.username=system

spring.datasource.password="$rutiSLD#07@"

spring.datasource.driver-class-name=oracle.jdbc.OracleDriver

spring.jpa.hibernate.ddl-auto=validate

spring.jpa.database-platform=org.hibernate.dialect.Oracle12cDialect

logging.level.org.hibernate.SQL=debug

logging.level.com.cognizant=debug

**SQL Table & Query**

CREATE TABLE country (

  co\_code VARCHAR2(2) PRIMARY KEY,

  co\_name VARCHAR2(50)

);

INSERT INTO country VALUES ('IN', 'India');

INSERT INTO country VALUES ('US', 'United States of America');

COMMIT;

**Output:**

**![](data:image/png;base64,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)**

**Hands on 2**

**Hibernate XML Config implementation walk through**   
  
SME to provide explanation on the sample Hibernate implementation available in the link below:  
https://www.tutorialspoint.com/hibernate/hibernate\_examples.htm  
  
Explanation Topics

* Explain how object to relational database mapping done in hibernate xml configuration file
* Explain about following aspects of implementing the end to end operations in Hibernate:
  + SessionFactory
  + Session
  + Transaction
  + beginTransaction()
  + commit()
  + rollback()
  + session.save()
  + session.createQuery().list()
  + session.get()
  + session.delete()

**Answer:**

## ****Object to Relational Mapping in Hibernate XML Configuration****

In Hibernate, object-relational mapping (ORM) using **XML configuration** means that Java classes (POJOs) are mapped to database tables using .hbm.xml mapping files.

### Example:

<hibernate-mapping>

<class name="Employee" table="EMPLOYEE">

<id name="id" column="ID">

<generator class="native"/>

</id>

<property name="firstName" column="FIRST\_NAME"/>

<property name="lastName" column="LAST\_NAME"/>

<property name="salary" column="SALARY"/>

</class>

</hibernate-mapping>

### Breakdown:

| **XML Element** | **Purpose** |
| --- | --- |
| <class> | Maps a Java class (Employee) to a DB table (EMPLOYEE) |
| <id> | Specifies the primary key field |
| <property> | Maps Java fields to DB columns |

## 2. ****End-to-End Hibernate Workflow Components****

Hibernate operations typically follow a lifecycle:

### a) ****SessionFactory****

* A thread-safe factory for Session objects.
* Created once during application startup from hibernate.cfg.xml.

SessionFactory factory = new Configuration().configure().buildSessionFactory();

### b) ****Session****

* Represents a single unit of work with the database.
* Used to perform CRUD operations.

Session session = factory.openSession();

### c) ****Transaction****

* Used to group multiple operations into a single atomic unit.
* Ensures either all changes are committed or none are (ACID).

### d) beginTransaction()

* Starts a transaction.

Transaction tx = session.beginTransaction();

### e) commit()

* Finalizes the transaction, making changes permanent.

tx.commit();

### f) rollback()

* Used when an exception occurs to undo all operations in the current transaction.

tx.rollback();

## 3. ****CRUD Operations in Hibernate****

### session.save()

* Saves a new object to the database and returns the identifier.

Employee emp = new Employee("John", "Doe", 50000);

session.save(emp);

### session.get()

* Retrieves an object by primary key. Returns null if not found.

Employee emp = session.get(Employee.class, 1);

### session.createQuery().list()

* Executes an HQL (Hibernate Query Language) query to fetch multiple results.

List<Employee> list = session.createQuery("FROM Employee").list();

### session.delete()

* Deletes an existing object.

Employee emp = session.get(Employee.class, 1);

session.delete(emp);

## Summary Flow Example

SessionFactory factory = new Configuration().configure().buildSessionFactory();

Session session = factory.openSession();

Transaction tx = null;

try {

tx = session.beginTransaction();

// Create

Employee emp = new Employee("John", "Doe", 50000);

session.save(emp);

// Read

Employee emp2 = session.get(Employee.class, emp.getId());

// Update

emp2.setSalary(55000);

session.update(emp2);

// Delete

session.delete(emp2);

tx.commit();

} catch (Exception e) {

if (tx != null) tx.rollback();

e.printStackTrace();

} finally {

session.close();

}

**Hands on 3**

**Hibernate Annotation Config implementation walk through**   
  
SME to provide explanation on the sample Hibernate implementation available in the link below:  
https://www.tutorialspoint.com/hibernate/hibernate\_annotations.htm  
  
Explanation Topics

* Explain how object to relational database mapping done in persistence class file Employee
* Explain about following aspects of implementing the end to end operations in Hibernate:
  + @Entity
  + @Table
  + @Id
  + @GeneratedValue
  + @Column
  + Hibernate Configuration (hibernate.cfg.xml)
    - Dialect
    - Driver
    - Connection URL
    - Username
    - Password

**Answer:**

## 1. ****Object to Relational Mapping in the**** Employee ****Class (Annotations)****

In **annotation-based configuration**, object-relational mapping (ORM) is done using **Java annotations inside the persistence class**, removing the need for separate .hbm.xml files.

### Sample Employee.java:

import javax.persistence.\*;

@Entity

@Table(name = "EMPLOYEE")

public class Employee {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

@Column(name = "ID")

private int id;

@Column(name = "FIRST\_NAME")

private String firstName;

@Column(name = "LAST\_NAME")

private String lastName;

@Column(name = "SALARY")

private int salary;

// Constructors, getters, setters, toString()

}

## Explanation of Annotations:

| **Annotation** | **Purpose** |
| --- | --- |
| @Entity | Marks this class as a persistent entity mapped to a database table. |
| @Table(name="EMPLOYEE") | Specifies the database table name. |
| @Id | Denotes the primary key field. |
| @GeneratedValue | Specifies how the primary key is generated (e.g., AUTO, IDENTITY, SEQUENCE). |
| @Column | Maps a Java field to a specific column in the table. |

## 2. ****Hibernate Configuration File (****hibernate.cfg.xml****)****

Although we use annotations for mapping, we still need a configuration file to define:

* Database connection
* Hibernate settings
* Classes to be mapped

### Sample hibernate.cfg.xml:

<?xml version="1.0" encoding="utf-8"?>

<!DOCTYPE hibernate-configuration PUBLIC

"-//Hibernate/Hibernate Configuration DTD 3.0//EN"

"http://hibernate.sourceforge.net/hibernate-configuration-3.0.dtd">

<hibernate-configuration>

<session-factory>

<!-- JDBC Driver -->

<property name="hibernate.connection.driver\_class">com.mysql.cj.jdbc.Driver</property>

<!-- Database URL -->

<property name="hibernate.connection.url">jdbc:mysql://localhost:3306/test</property>

<!-- DB Credentials -->

<property name="hibernate.connection.username">root</property>

<property name="hibernate.connection.password">root</property>

<!-- Dialect for DB -->

<property name="hibernate.dialect">org.hibernate.dialect.MySQLDialect</property>

<!-- Show SQL in console -->

<property name="show\_sql">true</property>

<!-- Auto update schema -->

<property name="hbm2ddl.auto">update</property>

<!-- Register annotated class -->

<mapping class="com.example.Employee"/>

</session-factory>

</hibernate-configuration>

## Explanation of Config Properties:

| **Property** | **Purpose** |
| --- | --- |
| hibernate.dialect | Specifies DB-specific SQL syntax support (e.g., MySQLDialect, Oracle12cDialect) |
| hibernate.connection.driver\_class | The JDBC driver for your database |
| hibernate.connection.url | JDBC URL pointing to the database |
| hibernate.connection.username/password | Credentials used to log in |
| show\_sql | Logs executed SQL statements to the console |
| hbm2ddl.auto | Controls schema creation: validate, update, create, create-drop |
| <mapping class="..."> | Registers your entity class |

## 3. Hibernate End-to-End Flow (With Annotations)

public class HibernateDemo {

public static void main(String[] args) {

SessionFactory factory = new Configuration()

.configure("hibernate.cfg.xml")

.addAnnotatedClass(Employee.class)

.buildSessionFactory();

Session session = factory.openSession();

try {

Transaction tx = session.beginTransaction();

// Create and Save

Employee emp = new Employee("John", "Doe", 50000);

session.save(emp);

// Read

Employee e = session.get(Employee.class, emp.getId());

// Update

e.setSalary(60000);

session.update(e);

// Delete

session.delete(e);

tx.commit();

} catch (Exception e) {

e.printStackTrace();

} finally {

session.close();

factory.close();

}

}

}

**Hands on 4**

**Difference between JPA, Hibernate and Spring Data JPA**   
  
Java Persistence API (JPA)

* JSR 338 Specification for persisting, reading and managing data from Java objects
* Does not contain concrete implementation of the specification
* Hibernate is one of the implementation of JPA

Hibernate

* ORM Tool that implements JPA

Spring Data JPA

* Does not have JPA implementation, but reduces boiler plate code
* This is another level of abstraction over JPA implementation provider like Hibernate
* Manages transactions

**Refer code snippets below on how the code compares between Hibernate and Spring Data JPA  
Hibernate**

   /\* Method to CREATE an employee in the database \*/

   public Integer addEmployee(Employee employee){

      Session session = factory.openSession();

      Transaction tx = null;

      Integer employeeID = null;

      try {

         tx = session.beginTransaction();

         employeeID = (Integer) session.save(employee);

         tx.commit();

      } catch (HibernateException e) {

         if (tx != null) tx.rollback();

         e.printStackTrace();

      } finally {

         session.close();

      }

      return employeeID;

   }

**Spring Data JPA**  
EmployeeRespository.java

public interface EmployeeRepository extends JpaRepository<Employee, Integer> {

}

EmployeeService.java

@Autowire

  private EmployeeRepository employeeRepository;

@Transactional

public void addEmployee(Employee employee) {

  employeeRepository.save(employee);

  }

​​​​​​​   
  
**Reference Links:**   
<https://dzone.com/articles/what-is-the-difference-between-hibernate-and-sprin-1>   
<https://www.javaworld.com/article/3379043/what-is-jpa-introduction-to-the-java-persistence-api.html>

**Answer:**

## ****1. Java Persistence API (JPA)****

### What is JPA?

* **JPA (Java Persistence API)** is a **specification (JSR 338)** defined by Java EE for ORM (Object-Relational Mapping).
* It provides standard annotations and APIs for mapping Java objects to relational database tables.
* JPA itself **does not provide an implementation** — it only defines **interfaces and annotations** like @Entity, @Table, @Id, etc.

### Key Features:

* Abstracts data persistence logic from implementation.
* Defines a standardized way to manage entity lifecycle, querying (JPQL), and transactions.
* Requires a **provider** (like Hibernate, EclipseLink, OpenJPA) to actually perform persistence.

## ****2. Hibernate****

### What is Hibernate?

* Hibernate is an **ORM framework** and **the most popular implementation of JPA**.
* It offers additional features beyond JPA, such as **caching, batch processing, lazy/eager loading**, and native SQL support.

### Hibernate vs JPA:

| **Aspect** | **JPA** | **Hibernate** |
| --- | --- | --- |
| Type | Specification | Implementation |
| Ownership | Java EE/Jakarta EE | Independent project |
| Query Language | JPQL | HQL (JPQL-compatible + enhancements) |
| Features | Basic ORM API | Advanced ORM + Hibernate-specific features |

### Hibernate Can Be Used:

* Using **XML-based configuration**
* Using **annotation-based configuration**
* With or without Spring

## ****3. Spring Data JPA****

### What is Spring Data JPA?

* Spring Data JPA is **not a JPA implementation**.
* It is a **Spring module** that builds on top of JPA (via providers like Hibernate) and **eliminates boilerplate code** for common operations (e.g., CRUD).

### Key Advantages:

* Reduces the need to write DAO classes manually.
* Offers a powerful **Repository abstraction**.
* Supports **query derivation** from method names.
* **Integrates easily with Spring Boot** and manages transactions automatically.

## ****4. Code Comparison: Hibernate vs Spring Data JPA****

### Using Hibernate (manual session and transaction handling):

public Integer addEmployee(Employee employee) {

Session session = factory.openSession();

Transaction tx = null;

Integer employeeID = null;

try {

tx = session.beginTransaction();

employeeID = (Integer) session.save(employee);

tx.commit();

} catch (HibernateException e) {

if (tx != null) tx.rollback();

e.printStackTrace();

} finally {

session.close();

}

return employeeID;

}

You must manually open session, handle transactions, commit/rollback, close session.

### Using Spring Data JPA (cleaner, declarative):

public interface EmployeeRepository extends JpaRepository<Employee, Integer> {

}

java

CopyEdit

@Service

public class EmployeeService {

@Autowired

private EmployeeRepository employeeRepository;

@Transactional

public void addEmployee(Employee employee) {

employeeRepository.save(employee);

}

}

You only define the repository interface, and Spring handles all session and transaction details internally.

**Hands on 5**

**Implement services for managing Country**   
  
An application requires for features to be implemented with regards to country. These features needs to be supported by implementing them as service using Spring Data JPA.

* Find a country based on country code
* Add new country
* Update country
* Delete country
* Find list of countries matching a partial country name

Before starting the implementation of the above features, there are few configuration and data population that needs to be incorporated. Please refer each topic below and implement the same.   
  
**Explanation for Hibernate table creation configuration**

* Moreover the ddl-auto defines how hibernate behaves if a specific table or column is not present in the database.
  + create - drops existing tables data and structure, then creates new tables
  + validate - check if the table and columns exist or not, throws an exception if a matching table or column is not found
  + update - if a table does not exists, it creates a new table; if a column does not exists, it creates a new column
  + create-drop - creates the table, once all operations are completed, the table is dropped

# Hibernate ddl auto (create, create-drop, update, validate)

spring.jpa.hibernate.ddl-auto=validate

Populate country table

* Delete all the records in Country table and then use the below script to create the actual list of all countries in our world.

insert into country (co\_code, co\_name) values ("AF", "Afghanistan");

insert into country (co\_code, co\_name) values ("AL", "Albania");

insert into country (co\_code, co\_name) values ("DZ", "Algeria");

insert into country (co\_code, co\_name) values ("AS", "American Samoa");

insert into country (co\_code, co\_name) values ("AD", "Andorra");

insert into country (co\_code, co\_name) values ("AO", "Angola");

insert into country (co\_code, co\_name) values ("AI", "Anguilla");

insert into country (co\_code, co\_name) values ("AQ", "Antarctica");

insert into country (co\_code, co\_name) values ("AG", "Antigua and Barbuda");

insert into country (co\_code, co\_name) values ("AR", "Argentina");

insert into country (co\_code, co\_name) values ("AM", "Armenia");

insert into country (co\_code, co\_name) values ("AW", "Aruba");

insert into country (co\_code, co\_name) values ("AU", "Australia");

insert into country (co\_code, co\_name) values ("AT", "Austria");

insert into country (co\_code, co\_name) values ("AZ", "Azerbaijan");

insert into country (co\_code, co\_name) values ("BS", "Bahamas");

insert into country (co\_code, co\_name) values ("BH", "Bahrain");

insert into country (co\_code, co\_name) values ("BD", "Bangladesh");

insert into country (co\_code, co\_name) values ("BB", "Barbados");

insert into country (co\_code, co\_name) values ("BY", "Belarus");

insert into country (co\_code, co\_name) values ("BE", "Belgium");

insert into country (co\_code, co\_name) values ("BZ", "Belize");

insert into country (co\_code, co\_name) values ("BJ", "Benin");

insert into country (co\_code, co\_name) values ("BM", "Bermuda");

insert into country (co\_code, co\_name) values ("BT", "Bhutan");

insert into country (co\_code, co\_name) values ("BO", "Bolivia, Plurinational State of");

insert into country (co\_code, co\_name) values ("BQ", "Bonaire, Sint Eustatius and Saba");

insert into country (co\_code, co\_name) values ("BA", "Bosnia and Herzegovina");

insert into country (co\_code, co\_name) values ("BW", "Botswana");

insert into country (co\_code, co\_name) values ("BV", "Bouvet Island");

insert into country (co\_code, co\_name) values ("BR", "Brazil");

insert into country (co\_code, co\_name) values ("IO", "British Indian Ocean Territory");

insert into country (co\_code, co\_name) values ("BN", "Brunei Darussalam");

insert into country (co\_code, co\_name) values ("BG", "Bulgaria");

insert into country (co\_code, co\_name) values ("BF", "Burkina Faso");

insert into country (co\_code, co\_name) values ("BI", "Burundi");

insert into country (co\_code, co\_name) values ("KH", "Cambodia");

insert into country (co\_code, co\_name) values ("CM", "Cameroon");

insert into country (co\_code, co\_name) values ("CA", "Canada");

insert into country (co\_code, co\_name) values ("CV", "Cape Verde");

insert into country (co\_code, co\_name) values ("KY", "Cayman Islands");

insert into country (co\_code, co\_name) values ("CF", "Central African Republic");

insert into country (co\_code, co\_name) values ("TD", "Chad");

insert into country (co\_code, co\_name) values ("CL", "Chile");

insert into country (co\_code, co\_name) values ("CN", "China");

insert into country (co\_code, co\_name) values ("CX", "Christmas Island");

insert into country (co\_code, co\_name) values ("CC", "Cocos (Keeling) Islands");

insert into country (co\_code, co\_name) values ("CO", "Colombia");

insert into country (co\_code, co\_name) values ("KM", "Comoros");

insert into country (co\_code, co\_name) values ("CG", "Congo");

insert into country (co\_code, co\_name) values ("CD", "Congo, the Democratic Republic of the");

insert into country (co\_code, co\_name) values ("CK", "Cook Islands");

insert into country (co\_code, co\_name) values ("CR", "Costa Rica");

insert into country (co\_code, co\_name) values ("HR", "Croatia");

insert into country (co\_code, co\_name) values ("CU", "Cuba");

insert into country (co\_code, co\_name) values ("CW", "Curaçao");

insert into country (co\_code, co\_name) values ("CY", "Cyprus");

insert into country (co\_code, co\_name) values ("CZ", "Czech Republic");

insert into country (co\_code, co\_name) values ("CI", "Côte d'Ivoire");

insert into country (co\_code, co\_name) values ("DK", "Denmark");

insert into country (co\_code, co\_name) values ("DJ", "Djibouti");

insert into country (co\_code, co\_name) values ("DM", "Dominica");

insert into country (co\_code, co\_name) values ("DO", "Dominican Republic");

insert into country (co\_code, co\_name) values ("EC", "Ecuador");

insert into country (co\_code, co\_name) values ("EG", "Egypt");

insert into country (co\_code, co\_name) values ("SV", "El Salvador");

insert into country (co\_code, co\_name) values ("GQ", "Equatorial Guinea");

insert into country (co\_code, co\_name) values ("ER", "Eritrea");

insert into country (co\_code, co\_name) values ("EE", "Estonia");

insert into country (co\_code, co\_name) values ("ET", "Ethiopia");

insert into country (co\_code, co\_name) values ("FK", "Falkland Islands (Malvinas)");

insert into country (co\_code, co\_name) values ("FO", "Faroe Islands");

insert into country (co\_code, co\_name) values ("FJ", "Fiji");

insert into country (co\_code, co\_name) values ("FI", "Finland");

insert into country (co\_code, co\_name) values ("FR", "France");

insert into country (co\_code, co\_name) values ("GF", "French Guiana");

insert into country (co\_code, co\_name) values ("PF", "French Polynesia");

insert into country (co\_code, co\_name) values ("TF", "French Southern Territories");

insert into country (co\_code, co\_name) values ("GA", "Gabon");

insert into country (co\_code, co\_name) values ("GM", "Gambia");

insert into country (co\_code, co\_name) values ("GE", "Georgia");

insert into country (co\_code, co\_name) values ("DE", "Germany");

insert into country (co\_code, co\_name) values ("GH", "Ghana");

insert into country (co\_code, co\_name) values ("GI", "Gibraltar");

insert into country (co\_code, co\_name) values ("GR", "Greece");

insert into country (co\_code, co\_name) values ("GL", "Greenland");

insert into country (co\_code, co\_name) values ("GD", "Grenada");

insert into country (co\_code, co\_name) values ("GP", "Guadeloupe");

insert into country (co\_code, co\_name) values ("GU", "Guam");

insert into country (co\_code, co\_name) values ("GT", "Guatemala");

insert into country (co\_code, co\_name) values ("GG", "Guernsey");

insert into country (co\_code, co\_name) values ("GN", "Guinea");

insert into country (co\_code, co\_name) values ("GW", "Guinea-Bissau");

insert into country (co\_code, co\_name) values ("GY", "Guyana");

insert into country (co\_code, co\_name) values ("HT", "Haiti");

insert into country (co\_code, co\_name) values ("HM", "Heard Island and McDonald Islands");

insert into country (co\_code, co\_name) values ("VA", "Holy See (Vatican City State)");

insert into country (co\_code, co\_name) values ("HN", "Honduras");

insert into country (co\_code, co\_name) values ("HK", "Hong Kong");

insert into country (co\_code, co\_name) values ("HU", "Hungary");

insert into country (co\_code, co\_name) values ("IS", "Iceland");

insert into country (co\_code, co\_name) values ("IN", "India");

insert into country (co\_code, co\_name) values ("ID", "Indonesia");

insert into country (co\_code, co\_name) values ("IR", "Iran, Islamic Republic of");

insert into country (co\_code, co\_name) values ("IQ", "Iraq");

insert into country (co\_code, co\_name) values ("IE", "Ireland");

insert into country (co\_code, co\_name) values ("IM", "Isle of Man");

insert into country (co\_code, co\_name) values ("IL", "Israel");

insert into country (co\_code, co\_name) values ("IT", "Italy");

insert into country (co\_code, co\_name) values ("JM", "Jamaica");

insert into country (co\_code, co\_name) values ("JP", "Japan");

insert into country (co\_code, co\_name) values ("JE", "Jersey");

insert into country (co\_code, co\_name) values ("JO", "Jordan");

insert into country (co\_code, co\_name) values ("KZ", "Kazakhstan");

insert into country (co\_code, co\_name) values ("KE", "Kenya");

insert into country (co\_code, co\_name) values ("KI", "Kiribati");

insert into country (co\_code, co\_name) values ("KP", "Democratic People's Republic of Korea");

insert into country (co\_code, co\_name) values ("KR", "Republic of Korea");

insert into country (co\_code, co\_name) values ("KW", "Kuwait");

insert into country (co\_code, co\_name) values ("KG", "Kyrgyzstan");

insert into country (co\_code, co\_name) values ("LA", "Lao People's Democratic Republic");

insert into country (co\_code, co\_name) values ("LV", "Latvia");

insert into country (co\_code, co\_name) values ("LB", "Lebanon");

insert into country (co\_code, co\_name) values ("LS", "Lesotho");

insert into country (co\_code, co\_name) values ("LR", "Liberia");

insert into country (co\_code, co\_name) values ("LY", "Libya");

insert into country (co\_code, co\_name) values ("LI", "Liechtenstein");

insert into country (co\_code, co\_name) values ("LT", "Lithuania");

insert into country (co\_code, co\_name) values ("LU", "Luxembourg");

insert into country (co\_code, co\_name) values ("MO", "Macao");

insert into country (co\_code, co\_name) values ("MK", "Macedonia, the Former Yugoslav Republic of");

insert into country (co\_code, co\_name) values ("MG", "Madagascar");

insert into country (co\_code, co\_name) values ("MW", "Malawi");

insert into country (co\_code, co\_name) values ("MY", "Malaysia");

insert into country (co\_code, co\_name) values ("MV", "Maldives");

insert into country (co\_code, co\_name) values ("ML", "Mali");

insert into country (co\_code, co\_name) values ("MT", "Malta");

insert into country (co\_code, co\_name) values ("MH", "Marshall Islands");

insert into country (co\_code, co\_name) values ("MQ", "Martinique");

insert into country (co\_code, co\_name) values ("MR", "Mauritania");

insert into country (co\_code, co\_name) values ("MU", "Mauritius");

insert into country (co\_code, co\_name) values ("YT", "Mayotte");

insert into country (co\_code, co\_name) values ("MX", "Mexico");

insert into country (co\_code, co\_name) values ("FM", "Micronesia, Federated States of");

insert into country (co\_code, co\_name) values ("MD", "Moldova, Republic of");

insert into country (co\_code, co\_name) values ("MC", "Monaco");

insert into country (co\_code, co\_name) values ("MN", "Mongolia");

insert into country (co\_code, co\_name) values ("ME", "Montenegro");

insert into country (co\_code, co\_name) values ("MS", "Montserrat");

insert into country (co\_code, co\_name) values ("MA", "Morocco");

insert into country (co\_code, co\_name) values ("MZ", "Mozambique");

insert into country (co\_code, co\_name) values ("MM", "Myanmar");

insert into country (co\_code, co\_name) values ("NA", "Namibia");

insert into country (co\_code, co\_name) values ("NR", "Nauru");

insert into country (co\_code, co\_name) values ("NP", "Nepal");

insert into country (co\_code, co\_name) values ("NL", "Netherlands");

insert into country (co\_code, co\_name) values ("NC", "New Caledonia");

insert into country (co\_code, co\_name) values ("NZ", "New Zealand");

insert into country (co\_code, co\_name) values ("NI", "Nicaragua");

insert into country (co\_code, co\_name) values ("NE", "Niger");

insert into country (co\_code, co\_name) values ("NG", "Nigeria");

insert into country (co\_code, co\_name) values ("NU", "Niue");

insert into country (co\_code, co\_name) values ("NF", "Norfolk Island");

insert into country (co\_code, co\_name) values ("MP", "Northern Mariana Islands");

insert into country (co\_code, co\_name) values ("NO", "Norway");

insert into country (co\_code, co\_name) values ("OM", "Oman");

insert into country (co\_code, co\_name) values ("PK", "Pakistan");

insert into country (co\_code, co\_name) values ("PW", "Palau");

insert into country (co\_code, co\_name) values ("PS", "Palestine, State of");

insert into country (co\_code, co\_name) values ("PA", "Panama");

insert into country (co\_code, co\_name) values ("PG", "Papua New Guinea");

insert into country (co\_code, co\_name) values ("PY", "Paraguay");

insert into country (co\_code, co\_name) values ("PE", "Peru");

insert into country (co\_code, co\_name) values ("PH", "Philippines");

insert into country (co\_code, co\_name) values ("PN", "Pitcairn");

insert into country (co\_code, co\_name) values ("PL", "Poland");

insert into country (co\_code, co\_name) values ("PT", "Portugal");

insert into country (co\_code, co\_name) values ("PR", "Puerto Rico");

insert into country (co\_code, co\_name) values ("QA", "Qatar");

insert into country (co\_code, co\_name) values ("RO", "Romania");

insert into country (co\_code, co\_name) values ("RU", "Russian Federation");

insert into country (co\_code, co\_name) values ("RW", "Rwanda");

insert into country (co\_code, co\_name) values ("RE", "Réunion");

insert into country (co\_code, co\_name) values ("BL", "Saint Barthélemy");

insert into country (co\_code, co\_name) values ("SH", "Saint Helena, Ascension and Tristan da Cunha");

insert into country (co\_code, co\_name) values ("KN", "Saint Kitts and Nevis");

insert into country (co\_code, co\_name) values ("LC", "Saint Lucia");

insert into country (co\_code, co\_name) values ("MF", "Saint Martin (French part)");

insert into country (co\_code, co\_name) values ("PM", "Saint Pierre and Miquelon");

insert into country (co\_code, co\_name) values ("VC", "Saint Vincent and the Grenadines");

insert into country (co\_code, co\_name) values ("WS", "Samoa");

insert into country (co\_code, co\_name) values ("SM", "San Marino");

insert into country (co\_code, co\_name) values ("ST", "Sao Tome and Principe");

insert into country (co\_code, co\_name) values ("SA", "Saudi Arabia");

insert into country (co\_code, co\_name) values ("SN", "Senegal");

insert into country (co\_code, co\_name) values ("RS", "Serbia");

insert into country (co\_code, co\_name) values ("SC", "Seychelles");

insert into country (co\_code, co\_name) values ("SL", "Sierra Leone");

insert into country (co\_code, co\_name) values ("SG", "Singapore");

insert into country (co\_code, co\_name) values ("SX", "Sint Maarten (Dutch part)");

insert into country (co\_code, co\_name) values ("SK", "Slovakia");

insert into country (co\_code, co\_name) values ("SI", "Slovenia");

insert into country (co\_code, co\_name) values ("SB", "Solomon Islands");

insert into country (co\_code, co\_name) values ("SO", "Somalia");

insert into country (co\_code, co\_name) values ("ZA", "South Africa");

insert into country (co\_code, co\_name) values ("GS", "South Georgia and the South Sandwich Islands");

insert into country (co\_code, co\_name) values ("SS", "South Sudan");

insert into country (co\_code, co\_name) values ("ES", "Spain");

insert into country (co\_code, co\_name) values ("LK", "Sri Lanka");

insert into country (co\_code, co\_name) values ("SD", "Sudan");

insert into country (co\_code, co\_name) values ("SR", "Suriname");

insert into country (co\_code, co\_name) values ("SJ", "Svalbard and Jan Mayen");

insert into country (co\_code, co\_name) values ("SZ", "Swaziland");

insert into country (co\_code, co\_name) values ("SE", "Sweden");

insert into country (co\_code, co\_name) values ("CH", "Switzerland");

insert into country (co\_code, co\_name) values ("SY", "Syrian Arab Republic");

insert into country (co\_code, co\_name) values ("TW", "Taiwan, Province of China");

insert into country (co\_code, co\_name) values ("TJ", "Tajikistan");

insert into country (co\_code, co\_name) values ("TZ", "Tanzania, United Republic of");

insert into country (co\_code, co\_name) values ("TH", "Thailand");

insert into country (co\_code, co\_name) values ("TL", "Timor-Leste");

insert into country (co\_code, co\_name) values ("TG", "Togo");

insert into country (co\_code, co\_name) values ("TK", "Tokelau");

insert into country (co\_code, co\_name) values ("TO", "Tonga");

insert into country (co\_code, co\_name) values ("TT", "Trinidad and Tobago");

insert into country (co\_code, co\_name) values ("TN", "Tunisia");

insert into country (co\_code, co\_name) values ("TR", "Turkey");

insert into country (co\_code, co\_name) values ("TM", "Turkmenistan");

insert into country (co\_code, co\_name) values ("TC", "Turks and Caicos Islands");

insert into country (co\_code, co\_name) values ("TV", "Tuvalu");

insert into country (co\_code, co\_name) values ("UG", "Uganda");

insert into country (co\_code, co\_name) values ("UA", "Ukraine");

insert into country (co\_code, co\_name) values ("AE", "United Arab Emirates");

insert into country (co\_code, co\_name) values ("GB", "United Kingdom");

insert into country (co\_code, co\_name) values ("US", "United States");

insert into country (co\_code, co\_name) values ("UM", "United States Minor Outlying Islands");

insert into country (co\_code, co\_name) values ("UY", "Uruguay");

insert into country (co\_code, co\_name) values ("UZ", "Uzbekistan");

insert into country (co\_code, co\_name) values ("VU", "Vanuatu");

insert into country (co\_code, co\_name) values ("VE", "Venezuela, Bolivarian Republic of");

insert into country (co\_code, co\_name) values ("VN", "Viet Nam");

insert into country (co\_code, co\_name) values ("VG", "Virgin Islands, British");

insert into country (co\_code, co\_name) values ("VI", "Virgin Islands, U.S.");

insert into country (co\_code, co\_name) values ("WF", "Wallis and Futuna");

insert into country (co\_code, co\_name) values ("EH", "Western Sahara");

insert into country (co\_code, co\_name) values ("YE", "Yemen");

insert into country (co\_code, co\_name) values ("ZM", "Zambia");

insert into country (co\_code, co\_name) values ("ZW", "Zimbabwe");

insert into country (co\_code, co\_name) values ("AX", "Åland Islands");

Refer subsequent hands on exercises to implement the features related to country.

**Code:**

**Country.java**

package com.cognizant.ormlearn.model;

import jakarta.persistence.Entity;

import jakarta.persistence.Id;

import jakarta.persistence.Table;

*@Entity*

*@Table*(name = "country")

public class Country {

*@Id*

private String code;

private String name;

public Country() {}

public Country(String code, String name) {

this.code = code;

this.name = name;

}

// Getters and Setters

public String getCode() { return code; }

public void setCode(String code) { this.code = code; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

*@Override*

public String toString() {

return "Country [code=" + code + ", name=" + name + "]";

}

}

**CountryRepository.java**

package com.cognizant.ormlearn.repository;

import java.util.List;

import org.springframework.data.jpa.repository.JpaRepository;

import com.cognizant.ormlearn.model.Country;

public interface CountryRepository extends JpaRepository<Country, String> {

List<Country> findByNameContainingIgnoreCase(String keyword);

}

### CountryService.java

package com.cognizant.ormlearn.service;

import java.util.List;

import java.util.Optional;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import org.springframework.transaction.annotation.Transactional;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.repository.CountryRepository;

import com.cognizant.ormlearn.service.exception.CountryNotFoundException;

*@Service*

public class CountryService {

*@Autowired*

private CountryRepository countryRepository;

*@Transactional*

public Country findCountryByCode(String code) throws CountryNotFoundException {

Optional<Country> result = countryRepository.findById(code);

if (!result.isPresent()) {

throw new CountryNotFoundException("Country not found with code: " + code);

}

return result.get();

}

*@Transactional*

public void addCountry(Country country) {

countryRepository.save(country);

}

*@Transactional*

public void updateCountry(String code, String name) throws CountryNotFoundException {

Country country = findCountryByCode(code);

country.setName(name);

countryRepository.save(country);

}

*@Transactional*

public void deleteCountry(String code) {

countryRepository.deleteById(code);

}

*@Transactional*

public List<Country> findCountriesByPartialName(String keyword) {

return countryRepository.findByNameContainingIgnoreCase(keyword);

}

}

### CountryNotFoundException.java

package com.cognizant.ormlearn.service.exception;

public class CountryNotFoundException extends Exception {

public CountryNotFoundException(String message) {

super(message);

}

}

**OrmLearnApplication.java**

package com.cognizant.ormlearn;

import java.util.List;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.service.CountryService;

import com.cognizant.ormlearn.service.exception.CountryNotFoundException;

*@SpringBootApplication*

public class OrmLearnApplication {

private static final Logger ***LOGGER*** = LoggerFactory.*getLogger*(OrmLearnApplication.class);

private static CountryService *countryService*;

public static void main(String[] args) {

ApplicationContext context = SpringApplication.*run*(OrmLearnApplication.class, args);

*countryService* = context.getBean(CountryService.class);

try {

*testCountryService*();

} catch (CountryNotFoundException e) {

***LOGGER***.error("Exception: {}", e.getMessage());

}

}

private static void testCountryService() throws CountryNotFoundException {

***LOGGER***.info("=== Start Test ===");

Country in = *countryService*.findCountryByCode("IN");

***LOGGER***.debug("Fetched: {}", in);

*countryService*.addCountry(new Country("ZZ", "Zootopia"));

***LOGGER***.debug("Country ZZ added.");

*countryService*.updateCountry("ZZ", "Zootopian Republic");

***LOGGER***.debug("Country ZZ updated.");

*countryService*.deleteCountry("ZZ");

***LOGGER***.debug("Country ZZ deleted.");

List<Country> matched = *countryService*.findCountriesByPartialName("land");

matched.forEach(c -> ***LOGGER***.debug("Matched Country: {}", c));

***LOGGER***.info("=== End Test ===");

}

}

**application.properties**

spring.datasource.url=jdbc:oracle:thin:@//localhost:1521/freepdb1

spring.datasource.username=system

spring.datasource.password="$rutiSLD#07@"

spring.datasource.driver-class-name=oracle.jdbc.OracleDriver

spring.jpa.hibernate.ddl-auto=validate

spring.jpa.database-platform=org.hibernate.dialect.Oracle12cDialect

logging.level.org.hibernate.SQL=debug

logging.level.com.cognizant=debug

**Output:**

1. **Find**: "IN"
2. **Add**: "ZZ - Zootopia"
3. **Update**: "ZZ" → "Zootopian Republic"
4. **Delete**: "ZZ"
5. **Partial Name**: Search by "land"
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**Hands on 6**

**Find a country based on country code** 

* Create new exception class CountryNotFoundException in com.cognizant.spring-learn.service.exception
* Create new method findCountryByCode() in CountryService with @Transactional annotation
* In findCountryByCode() method, perform the following steps:
  + Method signature

@Transactional

public Country findCountryByCode(String countryCode) throws CountryNotFoundException

* Get the country based on findById() built in method

Optional<Country> result = countryRepository.findById(countryCode);

* From the result, check if a country is found. If not found, throw CountryNotFoundException

if (!result.isPresent())

* Use get() method to return the country fetched.

Country country = result.get();

* Include new test method in OrmLearnApplication to find a country based on country code and compare the country name to check if it is valid.

    private static void getAllCountriesTest() {

        LOGGER.info("Start");

        Country country = countryService.findCountryByCode("IN");

  LOGGER.debug("Country:{}", country);

        LOGGER.info("End");

    }

* Invoke the above method in main() method and test it.

**NOTE:** SME to explain the importance of @Transactional annotation. Spring takes care of creating the Hibernate session and manages the transactionality when executing the service method.

**Code:**

**Country.java**

package com.cognizant.ormlearn.model;

import jakarta.persistence.Entity;

import jakarta.persistence.Id;

import jakarta.persistence.Table;

*@Entity*

*@Table*(name = "country")

public class Country {

*@Id*

private String code;

private String name;

public Country() {}

public Country(String code, String name) {

this.code = code;

this.name = name;

}

// Getters and Setters

public String getCode() {

return code;

}

public void setCode(String code) {

this.code = code;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

*@Override*

public String toString() {

return "Country [code=" + code + ", name=" + name + "]";

}

}

**CountryRepository.java**

package com.cognizant.ormlearn.repository;

import org.springframework.data.jpa.repository.JpaRepository;

import com.cognizant.ormlearn.model.Country;

public interface CountryRepository extends JpaRepository<Country, String> {}

**CountryNotFoundException.java**

package com.cognizant.ormlearn.service.exception;

public class CountryNotFoundException extends Exception {

public CountryNotFoundException(String message) {

super(message);

}

}

**CountryService.java**

package com.cognizant.ormlearn.service;

import java.util.Optional;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import org.springframework.transaction.annotation.Transactional;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.repository.CountryRepository;

import com.cognizant.ormlearn.service.exception.CountryNotFoundException;

*@Service*

public class CountryService {

*@Autowired*

private CountryRepository countryRepository;

*@Transactional*

public Country findCountryByCode(String countryCode) throws CountryNotFoundException {

Optional<Country> result = countryRepository.findById(countryCode);

if (!result.isPresent()) {

throw new CountryNotFoundException("Country not found");

}

return result.get();

}

}

**OrmLearnApplication.java**

package com.cognizant.ormlearn;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.service.CountryService;

import com.cognizant.ormlearn.service.exception.CountryNotFoundException;

*@SpringBootApplication*

public class OrmLearnApplication {

private static final Logger ***LOGGER*** = LoggerFactory.*getLogger*(OrmLearnApplication.class);

private static CountryService *countryService*;

public static void main(String[] args) {

ApplicationContext context = SpringApplication.*run*(OrmLearnApplication.class, args);

*countryService* = context.getBean(CountryService.class);

try {

*getCountryByCodeTest*();

} catch (CountryNotFoundException e) {

***LOGGER***.error("Exception: {}", e.getMessage());

}

}

private static void getCountryByCodeTest() throws CountryNotFoundException {

***LOGGER***.info("Start");

Country country = *countryService*.findCountryByCode("IN");

***LOGGER***.debug("Country:{}", country);

***LOGGER***.info("End");

}

}

**Output:**

**Input: IN**
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**Input: ZZ**
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**Hands on 7**

**Add a new country** 

* Create new method in CountryService.

@Transactional

public void addCountry(Country country)

* Invoke save() method of repository to get the country added.

countryRepository.save(country)

* Include new testAddCountry() method in OrmLearnApplication. Perform steps below:
  + Create new instance of country with a new code and name
  + Call countryService.addCountry() passing the country created in the previous step.
  + Invoke countryService.findCountryByCode() passing the same code used when adding a new country
  + Check in the database if the country is added

**Code:**

**CountryService.java**

package com.cognizant.ormlearn.service;

import java.util.Optional;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import org.springframework.transaction.annotation.Transactional;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.repository.CountryRepository;

import com.cognizant.ormlearn.service.exception.CountryNotFoundException;

*@Service*

public class CountryService {

*@Autowired*

private CountryRepository countryRepository;

*@Transactional*

public Country findCountryByCode(String countryCode) throws CountryNotFoundException {

Optional<Country> result = countryRepository.findById(countryCode);

if (!result.isPresent()) {

throw new CountryNotFoundException("Country not found");

}

return result.get();

}

*@Transactional*

public void addCountry(Country country) {

countryRepository.save(country);

}

}

**OrmLearnApplication.java**

package com.cognizant.ormlearn;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.service.CountryService;

import com.cognizant.ormlearn.service.exception.CountryNotFoundException;

*@SpringBootApplication*

public class OrmLearnApplication {

private static final Logger ***LOGGER*** = LoggerFactory.*getLogger*(OrmLearnApplication.class);

private static CountryService *countryService*;

public static void main(String[] args) {

ApplicationContext context = SpringApplication.*run*(OrmLearnApplication.class, args);

*countryService* = context.getBean(CountryService.class);

try {

*testAddCountry*();

} catch (CountryNotFoundException e) {

***LOGGER***.error("Exception: {}", e.getMessage());

}

}

private static void getCountryByCodeTest() throws CountryNotFoundException {

***LOGGER***.info("Start");

Country country = *countryService*.findCountryByCode("IN");

***LOGGER***.debug("Country:{}", country);

***LOGGER***.info("End");

}

private static void testAddCountry() throws CountryNotFoundException {

***LOGGER***.info("Start");

Country newCountry = new Country("NP", "Nepal");

*countryService*.addCountry(newCountry);

Country added = *countryService*.findCountryByCode("NP");

***LOGGER***.debug("Added Country: {}", added);

***LOGGER***.info("End");

}

}

**Output:**
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**Hands on 8**

**Update a country based on code** 

* Create a new method updateCountry() in CountryService with parameters code and name. Annotate this method with @Transactional. Implement following steps in this method.
  + Get the reference of the country using findById() method in repository
  + In the country reference obtained, update the name of country using setter method
  + Call countryRepository.save() method to update the name
* Include new test method in OrmLearnApplication, which invokes updateCountry() method in CountryService passing a country's code and different name for the country.
* Check in database table if name is modified.

**Code:**

**CountryService.java**

package com.cognizant.ormlearn.service;

import java.util.Optional;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import org.springframework.transaction.annotation.Transactional;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.repository.CountryRepository;

import com.cognizant.ormlearn.service.exception.CountryNotFoundException;

*@Service*

public class CountryService {

*@Autowired*

private CountryRepository countryRepository;

*@Transactional*

public Country findCountryByCode(String countryCode) throws CountryNotFoundException {

Optional<Country> result = countryRepository.findById(countryCode);

if (!result.isPresent()) {

throw new CountryNotFoundException("Country not found");

}

return result.get();

}

*@Transactional*

public void addCountry(Country country) {

countryRepository.save(country);

}

// ✅ Hands-on 8: Update country

*@Transactional*

public void updateCountry(String code, String newName) throws CountryNotFoundException {

Optional<Country> optionalCountry = countryRepository.findById(code);

if (!optionalCountry.isPresent()) {

throw new CountryNotFoundException("Country not found with code: " + code);

}

Country country = optionalCountry.get();

country.setName(newName); // update the name

countryRepository.save(country); // save the updated entity

}

}

**OrmLearnApplication.java**

package com.cognizant.ormlearn;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.service.CountryService;

import com.cognizant.ormlearn.service.exception.CountryNotFoundException;

*@SpringBootApplication*

public class OrmLearnApplication {

private static final Logger ***LOGGER*** = LoggerFactory.*getLogger*(OrmLearnApplication.class);

private static CountryService *countryService*;

public static void main(String[] args) {

ApplicationContext context = SpringApplication.*run*(OrmLearnApplication.class, args);

*countryService* = context.getBean(CountryService.class);

try {

// testAddCountry(); // From Hands-on 7

// getCountryByCodeTest(); // From Hands-on 6

*testUpdateCountry*(); // ✅ Hands-on 8

} catch (CountryNotFoundException e) {

***LOGGER***.error("Exception: {}", e.getMessage());

}

}

private static void getCountryByCodeTest() throws CountryNotFoundException {

***LOGGER***.info("Start");

Country country = *countryService*.findCountryByCode("IN");

***LOGGER***.debug("Country:{}", country);

***LOGGER***.info("End");

}

private static void testAddCountry() throws CountryNotFoundException {

***LOGGER***.info("Start");

Country newCountry = new Country("NP", "Nepal");

*countryService*.addCountry(newCountry);

Country added = *countryService*.findCountryByCode("NP");

***LOGGER***.debug("Added Country: {}", added);

***LOGGER***.info("End");

}

// ✅ Hands-on 8 test

private static void testUpdateCountry() throws CountryNotFoundException {

***LOGGER***.info("Start");

*countryService*.updateCountry("NP", "Federal Democratic Republic of Nepal");

Country updated = *countryService*.findCountryByCode("NP");

***LOGGER***.debug("Updated Country: {}", updated);

***LOGGER***.info("End");

}

}

**Output:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAm0AAABTCAYAAADN5DBKAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABKqSURBVHhe7d1PaNvm/wfw9wZ1voOYQpthJaxdAlkOZRdDQkimBHIYY1ByKFYhgfWYU01BZRrNdZCBYYLhnrrL2CGFyPSQ5rQdArabEBLQYaOMzJCsK4nNtsNQoKt32O/w8/MgPfEfObbbqn2/IIfpn+VHn+fRR59H7t5KJBL/gYiIiIheaW+rC4iIiIjo1cOkjYiIiCgCmLQRERERRQCTNiIiIqIIYNJGREREFAFM2oiIiIgigEkbERERUQQwaSMiIiKKACZtRERERBHApI2IiIgoApi0EREREUUAkzYiIiKiCGDSRkRERBQBTNqIiIiIIoBJGxEREVEEdCVpMwwDpVIJ5XJZ/tm2Ldfrug7XdQPLuqWXxyYiIiJ6VXSctOm6juXlZbiuC03T5J9pmuqmRERERHRGHSdt09PTiMfj2N3dVVcBAPL5PHK5HAYHB7G4uCgrcY7jyG0cx5HLnzx5AsuyAvs7jhPYRlTVwhybiIiI6HXQcdK2tbUFz/Nw8+bNQLIlzM7OIpVK4fj4GKurq7ISZxgGAMCyLDx79kwu39nZwcLCAnRdl8eYmZlBIpGApmkoFAqYm5uDrustj01ERET0uug4aSsWi0gmk9jZ2YFpmm1XujKZDG7cuCH/e3d3F319fRgcHJTLjo+Psby83HA9ERER0etOJm35fD7wQ4J2Ei/UfoygaRps28bk5CTy+by6SV3ihwTic03TRCwWC2xTKpVQLBaBWpJ35cqVts+PiIiIKMpk0jY7Oxv4IcFZpxgzmQx2dnYQj8cDU5yNrKysAABSqZRM+qrVqroZERER0Rut4+lRla7rGB0dhed5sjpWLBbheR7Gx8fVzQFAbqvrOhYWFk5V2pppdWwiIiKi10HHSZtt24Fp1VwuB8/zMDs7G9gum81iaGjo1PTrxsYGhoeH5b5Pnz5tu9LW6NhEREREr4u3EonEf+pCIiIiInq1dFxpIyIiIqLeY9JGREREFAFM2oiIiIgigEkbERERUQQwaSMiIiKKACZtRERERBHApI2IiIgoApi0EREREUUAkzYiIiKiCGDSRkRERBQBTNqIiIiIIoBJGxEREVEEMGkjIiIiioBXKmnL5/NwHEdd3HO6rsN1Xdi2ra4iaimfz6NcLqNcLsN1Xei6rm7SFS+rf1D7XvSY4o9Bxkh4juOgXC6/sOvUa7ZtNx2DLMvCkydPUC6XUSqVYBiGugkMw0CpVGp6nF4S16TZOb5KWvU9//fpRpueOWkTg5L/JOst66VWAdpLIrCbXaxeeVVv3uL6izbJ5/PqJj3zMmMBAAqFAjRNQzKZRLFYVFe/UsR18g+IhmHg8ePHsCwrMLC/jPh+WdQ+HZWbBgDMzs5C0zTs7++rq5qybTvwfV+3a/0yxsp6cfSiz6GRTCaDy5cvw7ZtVKtVdfVLZ1kWkskkbNuGpmkYHR1t2XZivPLfb17k/aBV3zMMA5qmYXV1VV11JmdO2t5klmXh66+/huu60DQNmqbh2bNnsCxL3fSNYRgGvvvuO3ieJ9tkb2/vtXmCfR39+++/mJqaUhcDAKrVqhw40+k0kslky8HzdeD/3mFvGlF3cnKCdDoNTdNg2zYmJydf++8siBuqaZrqqo7440i0aVTGQsdxMDo6+lIeQDVNg+d52NraUlc1Va1WEY/HI/GA1ameJm2O48BxnED50B+4amVmbGwssL/6xCIyaZFZLy4uYnBwELlc7tRTsXpsterjP3Yul8Pg4GBgfTNXr17F4eFhIEBu3LiBTCYDKCVo9bPVJwB/hQMt2syplVnHxsYwMzNz6vj+KRmx/5MnT2BZlvy+/vZvtkxtr1auX78Oz/OwvLwsl5mmKQdD9Vo2awMoT8ji+4jvX/Y9uYaJBbGvf3/btutWhust65T/c/3Xs9U6NYZb9Y92z7lUKuGjjz5q+TTqOA5c18Xo6GjLbVvRdR07OzuwbVueu1rNUr+XiEXDMOC6Ln744QeUy2U8fPgQruvKGBfHb9bvO+W/Xs3Ou96YYvuqWv5zFutc18WXX34pxw7/uavfq1dVhEwmg1wuh2QyKb+bej1EnIlr+fDhQ3m+YtwRcazuW++8G/UBy7Lw+PFjfP755/IY6v7+ff1t2mqs9J+Xei2EMOcexsHBwamqVqNYaNU/Wo2VwhdffCGPr65rxt+e9fqOGodqH2gmTHteunQp8N9hVatV/PHHH7h+/bq6Cqjz2f42aXZ/ERrF2cvQ06QNAGZmZlCpVGR5cH5+Xl7klZWVQGVGLS9+9tlnuHPnjnzaHxoagm3bssS7urqK4+NjpFKpU0/F/mOnUinE4/HAYLO8vAy3VilLpVI4Pj4OfHYjhmFgaGgIe3t76iqgtn5paQm5XC5w3moQNONvs0KhgLm5Oei6DqP2VLi/vy+n4zRNw+zsbGD/xcVFuf/h4SGuXr0Kx3FwdHSE8fFxuZ2osmxvb/v2bp+u6xgdHUWpVKr7ZFavvVG7RmGNjY0hkUjIOBI3lTCxgFqbiv1Fm6KWuPiTkenpacTjcezu7sp9O+E4DpLJpKxkaL6netu2A+tWV1eRSqXkgNCsf6htKqph/qSvlV9//RV///03pqen1VU9FYvFkEqlcO/ePaRSKXieFxhsG/V7AIjH4/jf//6H1dVVTExMYHNzE4eHh5iYmABa9PtOqdfLdV0sLy9D1/VT10MdUyzLwvz8POxa9SWXy2FpaSlwwxscHMTCwgJu374N27YxNDQkY2FpaQn3798P9J9bt27JfbupXC4DAEZGRk59LzXOYrEY3nvvPXz77bcYHh5GpVJBoVDA+Pj4qX3r9ftm/QMA+vv7kU6nce/ePaTTacTjcVy7dg2otemzZ8/kfjs7O1hYWAg1Vjq1alI6ncbJyYn8PMEwDHz11Vfy3LUOXn2YmppCLBaT7doqFvz9Q9M0HB0dIZ1OK0dtbHBwEOfPn4dWq/Ilk8nQSYZot0KhoK6CruvIZrOBMUkdZxtpFQsi2Z+ZmQk8fIc5tvDjjz8ikUicSgTVz1ZjGMr9RW2zZnH2MvQ8advf35fBuL29jWq1ipGREViWhYGBAWSzWXUXaX5+Xl40kXSEycQNw0A8HpfHLhaL2NzclDdn0em/+eYbZc/OiYrTgwcPgNp5r6+vt1Wl8LfZ7u4u+vr6Tj21N+Pff29vD/F4HLquY2NjAwMDA3Ld+Pg4XKWqJAYzNRHsxLVr1xCPx7G2tgbUrsf9+/cD59LK8fGxrOL54ygs//7+Nl1bW0NfX59MXCYmJnB0dCSrpp0wDAPJZBLr6+unBh9d1zE3Nxdof9M0ZQLSqn9MT0+jWq3KGHZq1TCRlDtK9UL8qUndzz//jKtXrwaWqSzLwuTkJDY3N89006onl8shk8mgWCyiVCohkUjIdc36fbVaxcbGBlC7pqKfIUS/t+q8q1dWKgqxWAymacp1/mrA+Ph44Fr6Y6fVmDIxMQHXdWVcPXjwAJ7nBaanq9Uq7t27B8dxsLW1JW+OUCr59dqsm/yVoVZxBgCbm5vwPA8nJyeyjyNEv2/WP/xErKixkMlkcOPGDbndWcbKRsQ43uh6tuKPo/n5edy+fVtevzCxIL4zlDE8DP9YJ+JIPNR0QlzPRmNSM61iQbwXVigUAg/fYe8PAHB4eAjUPssvTAzXazPR93oZZ2fxtq6UO+sN7N0Ui8VkY7RiKy/JqtNDjYyMjODixYvIZrNy38XFRXWznvE8r2s3t7PwVwFN05RPiFtbW3j+/DmmpqbkDc4/yPaS53mhq5m94K8CZjIZXLlyBU5tyvTPP//ExMQEdF3H5cuXZVLQKZFUlmtP2PX8/vvv6qJQNE3D+++/L59Iy7WnVEE8Mat/6rs7IukZHh4OLPffdEzTRC6XO7Vvr/Sq34uqrNom/gcU9Z020Xd0XUc8Hsfi4qI8djabRX9/v9y3mUQiEZimqzd9+tdff8l3eYrFIpLJpGxzNeH0X+tuGxkZQSwWA0LEWSvN+n2Y/nFychKYCZidnZU3cvXeZZqmPO9OJRKJjsZxEUeiQuZPyMLEgioej7fcpp5isQjP89TFZ3Lp0qWm17OVTvYNa2NjAx9++GFg2VljWDwc9DLOzuJtMTg0G9jraRYMzW5E1Wq1aScVLMtCKpXC6uqqPC91+rQZ/8u16gDciePjY3ieF8jSVepTUZjq4IsgntDHx8cxNTUFz/OaPuGGJWKhWTVRHXQ0TXupge+3t7eH0dFRfPLJJ0DtSasb6r3LovLHhkgMwvI/kaoJSNhKW7FYRKVSwccffxxYriYvYcaEbuhlv1cTH/FX792dRvznpWkaLl++HLoq65+ma6ddjdorFzs7O3K/etNX3SKqMgcHB0CLOGulWb8P0z+aEVNr4tzsLv4islKpqIvORFR1xCsuQruxcNaER4wpze7JYXV6jGax0C1bW1s4f/48Pvjgg8Dys8Sw+L69jLOz6Gh6tFKpBG7UogTa6B2pdDqN58+fY2trCwcHB4jFYvIJxHGcU0/U/gTPtu1T68vlMuLx+Kl3ckRFqdF7AOp+KysroZ9iirUpl7GxscAN8Pvvv4dlWdjd3cXFixdliVZMAfinlkTw6rW59rBP64La7u1YW1vDwMAAPv3007oVJeOMP0TY2NjAxYsXA+/Z2LYN27ZlPIj3lvQ6U4P+Cmy9WGhFvabtENWmVCqFR48edZzYC6KKV+/9B5FAJ30vfPunEFr1j+3tbcTj8YbvNYWttKEWE++++27bA6j60nm3tOr3jbTq92EqbY2I6+V/J9dPjT91TNnb28Pk5GTod4vqETcRMV3dC7ZtY2ZmRk5ZtoqzZlr1+2b9IyxRDdN1HQsLC6di+Kxj5e7uLoaHh7sS22tra4j73sVrJxYMw8D8/HxgpqCdsbLVPbkdvYyFbikWi3j06BFGR0flsnbP+9atW6farFWcvUgdJW2GYcDzPFl2FC9P+i/C2NiYfKKNx+NIp9MoFotwau96iemGRCIReHrMZDI4OjqSUzRzc3P47bff5Hqxjeu6chvxS5ZisShfWvU/UYvzUverVCptPc2bponV1dXAVMk777yDTCaDTCaDu3fvIpVKoVybQhGfJfY9OjpCNptFLpfDTz/9VPdF2GbE3Lxo93YSLDFQ/vPPP12rKKHWpnfv3sXk5KRsk/HxcZimCcdxcOfOHSSTSZRr0wGe58mbX71YaOd6oM41bedXTeKGfO7cua4Mbn6zs7OBPlJWflnnuq6czvP3n3pt4u8fapuqx26H4zjwPK/tgUhMw3ezkhym3zfSqt93Sr1eZd87b2r8qWOK6ZtiFvuGjVGnVq0RsbC0tIRffvlFrhcPWmXl15Jhv3d/f38gBm3bluNVJ3Gm7qv2e7ToH61sbGxgeHhYHvvp06enKiCNxkq7NgWfzWZx4cIFmKYZ+FWgOo6XG/zaMQxx/UTCHyYWxLUW9492xkr/i/zz8/O4c+eOjAWnVoE3TRMXLlxANpuVn637pgFnZmbkvVu0mXo96513I+q+9WKhW7a3t3Hu3Dn53+pniz9/nPnbLJlMBtqsWZx12vfO4q1EIvGfurBbHMdBIpEI9SRLL04+n0elUulJh4mqTmL1TW1Py7Jw8+ZNeQMios7otV9obm5usk+9ILZtY25uThaUeqVbn9NRpY2ix679UwIv6gcIUWDV/hXuetPFdJp4IvdXDIiIqPeYtL0hxHRAvSnsN5V4Md00Tayvr4d+obweURY/6xRKlBR9P15iwkZE1JiYku7Wv2DR0+lRIiIiIuoOVtqIiIiIIoBJGxEREVEEMGkjIiIiigAmbUREREQRwKSNiIiIKAKYtBERERFFAJM2IiIioghg0kZEREQUAUzaiIiIiCKASRsRERFRBLxSSVs+n+f/E5OIiIiojo6SNvE/3C6Xy/KvVCrBMAx1UyIiIiLqQEdJGwCcnJwgnU5D0zRomobR0VFWy4iIiIi6rOOkrRnHceA4DvL5vKzE2bYt1+u6Dtd15bqxsbHA/kRERET0/3qatAHAzMwMKpUKNE1DoVDA3NwcdF0HAKysrMDzPFml29/fV3cnIiIiom4kbf39/chms7Ja5rquTMoAYH9/X77jtru7i76+PgwODsKyLAwMDCCbzfqORkRERET1vK1OUapTmK2o77Qlk0kUi0V1MyIiIiLqwNvFYhHJZFImXZqmwTRNdTsiIiIieok6nh49q4ODA8RiMUxNTQG1Hy3whwhERERE9XWctKnvtIX9d9ocx8H6+joWFxdRLpeRSCRQKBTUzYiIiIgIwFuJROI/dSERERERvVo6rrQRERERUe8xaSMiIiKKACZtRERERBHApI2IiIgoApi0EREREUUAkzYiIiKiCGDSRkRERBQBTNqIiIiIIoBJGxEREVEE/B90WST6N/tbpwAAAABJRU5ErkJggg==)**

**Hands on 9**

**Delete a country based on code** 

* Create new method deleteCountry() in CountryService. Annotate this method with @Transactional.
* In deleteCountry() method call deleteById() method of repository.
* Include new test method in OrmLearnApplication with following steps
  + Call the delete method based on the country code during the add country hands on
* Check in database if the country is deleted

**Code:**

**CountryService.java**

package com.cognizant.ormlearn.service;

import java.util.Optional;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import org.springframework.transaction.annotation.Transactional;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.repository.CountryRepository;

import com.cognizant.ormlearn.service.exception.CountryNotFoundException;

*@Service*

public class CountryService {

*@Autowired*

private CountryRepository countryRepository;

*@Transactional*

public Country findCountryByCode(String countryCode) throws CountryNotFoundException {

Optional<Country> result = countryRepository.findById(countryCode);

if (!result.isPresent()) {

throw new CountryNotFoundException("Country not found");

}

return result.get();

}

*@Transactional*

public void addCountry(Country country) {

countryRepository.save(country);

}

*@Transactional*

public void updateCountry(String code, String newName) throws CountryNotFoundException {

Optional<Country> optionalCountry = countryRepository.findById(code);

if (!optionalCountry.isPresent()) {

throw new CountryNotFoundException("Country not found with code: " + code);

}

Country country = optionalCountry.get();

country.setName(newName);

countryRepository.save(country);

}

// ✅ Hands-on 9: Delete country

*@Transactional*

public void deleteCountry(String code) {

countryRepository.deleteById(code);

}

}

**OrmLearnApplication.java**

package com.cognizant.ormlearn;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.service.CountryService;

import com.cognizant.ormlearn.service.exception.CountryNotFoundException;

*@SpringBootApplication*

public class OrmLearnApplication {

private static final Logger ***LOGGER*** = LoggerFactory.*getLogger*(OrmLearnApplication.class);

private static CountryService *countryService*;

public static void main(String[] args) {

ApplicationContext context = SpringApplication.*run*(OrmLearnApplication.class, args);

*countryService* = context.getBean(CountryService.class);

try {

// getCountryByCodeTest(); // Hands-on 6

// testAddCountry(); // Hands-on 7

// testUpdateCountry(); // Hands-on 8

*testDeleteCountry*();

} catch (CountryNotFoundException e) {

***LOGGER***.error("Exception: {}", e.getMessage());

}

}

private static void getCountryByCodeTest() throws CountryNotFoundException {

***LOGGER***.info("Start");

Country country = *countryService*.findCountryByCode("IN");

***LOGGER***.debug("Country: {}", country);

***LOGGER***.info("End");

}

private static void testAddCountry() throws CountryNotFoundException {

***LOGGER***.info("Start");

Country newCountry = new Country("NP", "Nepal");

*countryService*.addCountry(newCountry);

Country added = *countryService*.findCountryByCode("NP");

***LOGGER***.debug("Added Country: {}", added);

***LOGGER***.info("End");

}

private static void testUpdateCountry() throws CountryNotFoundException {

***LOGGER***.info("Start");

*countryService*.updateCountry("NP", "Federal Democratic Republic of Nepal");

Country updated = *countryService*.findCountryByCode("NP");

***LOGGER***.debug("Updated Country: {}", updated);

***LOGGER***.info("End");

}

private static void testDeleteCountry() {

***LOGGER***.info("Start");

*countryService*.deleteCountry("NP");

***LOGGER***.debug("Country with code NP deleted.");

***LOGGER***.info("End");

}

}

**Output:**

**![](data:image/png;base64,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)**